sOFTWARE 2 PRACTICAL

## Classes & Exceptions

Week 5 – Practical 5

# Problem 1

![Image of a tally counter](data:image/jpeg;base64,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)Today’s problem is to implement a counter tally. A tally counter is a mechanical (as shown here), electronic, or software device used to incrementally count something, typically fleeting. One of the most common things tally counters are used for is counting people, animals, or things that are quickly coming and going from some location.

The aim of this exercise is to create our first type of object (class) that provides the same functionality (services) as a tally counter. Therefore, we need to think first of the design of the class before starting any implementation. What does a tally counter do?

1. We should be able to increment the counter by one (using one button)
2. We should be able to reset the counter to zero (using a second button)
3. Let assume that our counter has three digits (i.e. can count from 0 to 999). Once we have reached 999, the next click to increment the counter should throw a checked exception of type **InvalidOperationException** that you must implement yourself.
4. We should be able to read the value of the counter.

Points 1-4 represent the behaviour of our type, what we need to define as well are the attributes (to store the states of the object). There is only one state needed: the current value of the counter.

### Step 1

* Create a new project called “Tally counter”.
* Create a new class TallyCounter within a package named tools.
* Create an attribute counter of type int. Should it be public or private? (discuss with one of your peers)
* Create a constructor that takes no parameter and initialise the counter to 0.
* Implement the method toString(). The String returned should be of the form 001, 011 or 999. If you cannot find a way to do that (even after making a search on the internet), just return a String of the form 1, 11 or 999.

### Step 2

We want to test our code so far. Rather than writing a main(String[]) method in our class, we are going to create another class which will be our main application, e.g. the one we call to run the program. This class will use the type we defined in TallyCounter.

* In the project “Tally counter”, create a new class MainApp, and make sure it creates the default main(String[]) method.
* In the main method, create an instance tallyCount of the class TallyCounter
* Still in the main method, print the object tallyCount.
* Run the MainApp program (the output should be 000).

### Step 3

Now we need to implement the remaining services:

* Implement the checked exception **InvalidOperationException** class within the package tools.
* Implement the method increment() that increments the counter by one. Note that if the counter is already at 999, it throws a **InvalidOperationException** that you have implemented.
* Implement the method read(), which returns the current value of the counter
* Implement the method reset(), which reset the counter to zero

Notice that I did not tell you if the method should be private or public, and I did not say if the method should return a value or not. You must decide and justify your choice. Talk to one of your peers to see if you agree or not.

In addition, after each method implementation, you should check if your code is working using the MainApp class. What code should you write for each method?

# Problem 2 – Refactoring

After writing our class, our client realises that he wants more services/functionalities from our class TallyCounter. We need to modify our code to satisfy our client new requirements, we call this refactoring our code.

* The client wants to be able to create tally counter object with 3 or more digits. For example, a counter using 5 digits can go up to 99999. No counter should have less than 3 digits. In addition, the client would like to have counter with 3 digits as a default.
  + Do I need additional attributes?
  + Should I overload the constructor?
  + Which method(s) needs refactoring?
  + Once the refactoring is done, is your MainApp still working?
* The client would like to add a decrement() functionality, which decrement the counter by one.   
  Note that the counter cannot become negative, so if the counter is already at 0, decrementing the counter should throw an InvalideOperationException.
  + Make sure you write the necessary code to test your new method.